
      ISSN (Online) 2456 -1304 

International Journal of Science, Engineering and Management (IJSEM) 

Vol 9, Issue 8, August 2022 

12 

A Software Quality Prediction Model for Aspect 

Oriented System using Neuro-Fuzzy Approach 
[1] 

Ritu, 
[2] 

O. P. Sangwan 
[1]

 
[2]

 Department of Computer Science & Engineering, Guru Jambheshwar University of Science & Technology, Hisar, India. 
Corresponding Author Email: 

[1]
 Rituchopra84@gmail.com, 

[2]
 sangwan_op@yahoo.co.in 

 

Abstract— Nowadays, the usage of software has increased exponentially in various fields like education systems, industries, health 

systems, and many others. Various software architectures are already available in the market e.g. modular oriented, component-based, 

object-oriented, aspect-oriented, etc. Aspect-Oriented (AO) system software has gained much attention due to its superior features to the 

aforementioned systems. However, AO systems face the challenges of being complex and hard testing environment, a quality assessment 

of these systems is necessary. In this paper, a software quality estimation model for aspect oriented system using neuro-fuzzy approach 

has been developed. For which, a detailed study on aspect oriented systems has been accomplished in terms of various attributes affecting 

the quality of these software. In this paper, a framework of software quality prediction model has been designed using the adaptive 

neuro-fuzzy inference engine (ANFIS) approach. Data of 200 software pieces have been collected in this study where 150 software data 

is used to train the ANFIS model whereas 50 software data is used for testing purposes. The quality estimated by the proposed ANFIS 

model is compared with the actual quality of these software data and quantitative analysis is performed in terms of error measures. 

Finally, it was found that the proposed ANFIS model worked better in terms of MSE, MRE, MARE, MBRE, and MIBRE error measures. 

 

Index Terms - ANFIS, Aspect Oriented (AO), Object Oriented Programming (OOP), Neuro-Fuzzy, Software Quality. 

 

I. INTRODUCTION 

The survival is not easy without software. Recent 

developments in cheaper and affordable internet connectivity 

and online purchasing result into an exponential increase in 

the usage of computer software [1]. A number of software is 

available in the market for online education. A customer 

chooses particular software depending upon its quality which 

can‟t be numerically calculated so the purchaser looks for 

other customer reviews or expert‟s opinion and then selects a 

particular platform. From machine-level languages to 

procedural programming, OOP, Component-Based Systems 

and Aspect Oriented System, software development has 

come a long way. Even with the software approaches that are 

used in an industry, there is a big gap between understanding 

the system goals and putting them into practice. Many 

scholars have concluded that the best way to design 

manageable systems is to identify and isolate the system 

concerns, based on a fundamental principle of software 

engineering and thus the need for aspect oriented systems 

arises. Also, the growing need for excellent-quality software 

has necessitated the use of quality metrics to assess the 

program as well which is missing in the current literature. 

A. Why Aspect Oriented Systems? 

A number of software development architectures are avail- 

able in the market [3] for example module oriented, 

component based and object oriented architectures. 

Object-Oriented programming (OOP) architecture [2], [4], [5] 

is the most widely used programming paradigm today. The 

goal of OOP is to arrange an application‟s data and 

accompanying procedures into logical entities and hence it 

promotes the reuse of software. However, when a 

sophisticated program comprises the following: cross-cutting 

concerns (e.g. logging, synchronization, etc.) and scattering 

of code, it might not possible to demonstrate a clear and fine 

programming structure in OOP. 

AO provides a solution to these long-standing design and 

maintenance issues which have plagued software developers. 

In 1997, Kiczales et al. [6] proposed AOP programming 

paradigms with the goal of improving software quality 

through improved modularization and separation of concerns 

(SoC). Use of aspect languages is the primary focus of AO 

systems which offers many advantages. AO is mostly 

developed using AspectJ language (a java language extension) 

along with AspectC and AspectC++ which are extensions of 

C and C++ languages respectively [7]. AO leverages the 

concept of  Aspects and demonstrates a method to extract 

cross-cutting concerns from various modules and arrange 

them into a single repository which results into no 

cross-cutting issues [11], [12]. Furthermore, Synchronization, 

consistency checking, protocol management, and other 

features are also offered by the AO systems. 

B. Need of automatic quality assessment of aspect oriented 

systems 

The concerns regarding software design are highly 

modularized to suit all of a system‟s non-functional 

requirements. Next, if the integration is not done carefully in 

software, any new addition to the current code may aggravate 

the problem even more. Because the target application‟s 

behavior will be altered, software quality factors may be 

impacted. Upgrading, maintaining, and modification 

capability of software can be simplified using the AO 

paradigm. However, if the AO paradigm is used incorrectly, 

the software may not achieve the intended degree of quality. 
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In addition, because of many different process paradigms and 

product standards, quality evaluation is necessary. 

Moreover, adopting a robust methodology is crucial to 

ensure higher quality software. Software quality test can be 

divided into two categories: Manual test and Automatic test. 

Manual test corresponds to the manual inspection by the 

domain expert which is time consuming process and resource 

oriented as well. There may be need to invest a large amount 

of money on the manual test to hire a prominent expert. 

Whereas, automatic quality test refers to the automatic 

quality checking by just feeding some attributes of the 

software in need and thus it save both time and money of a 

customer and even of an organization. 

However, a concrete mathematical model is impossible to 

be derived for the software quality as there is no well-defined 

phenomenon of the parameters affecting the software quality. 

Although, various software quality models exist in literature 

[13], [14], [15], the accuracy and application of these model 

is not in consensus because of a complex structure of various 

software developing platform stages. Instead, we may have a 

data of different software already used by the customers. 

Soft- computing techniques e.g. fuzzy logic [8], neural 

network [9], neuro-fuzzy, genetic algorithm, support vector 

machine etc. provide a way to learn a black box model by 

employing the data collected. After learning the model, these 

soft computing architectures can be used to automatic 

software quality estimation where the only requirement is to 

feed the necessary user inputs. 

II. RELATED WORKS 

There are various studies performed on the aspect oriented 

systems to predict various characteristics of software. An 

extensive literature review has been conducted on software 

metrics prediction in order to develop the proposed model. 

Authors in [16] studied an evolution of the aspect oriented 

programming which is followed by the software reusability 

analysis using fuzzy logic technique by taking four metrics of 

a software namely SOC, size, coupling and cohesion. 

In [17], scientists investigated a study on the software 

quality assessment of the aspect oriented systems which 

employs a feed- forward neural network. However, a detailed 

analysis of software quality prediction is missing in this 

research. In paper [18], authors discussed a maintainability 

analysis of aspect-oriented system by considering the 

changeability as a measure of maintainability where authors 

measures the changeability at the code level in a particular 

module and then impact of change is analysed. The study is 

conducted on twenty modules of three software. Authors in 

[19] presented software quality attributes as internal and 

external matrices where internal matrices contains the 

sub-characteristics like SOC, coupling, cohesion etc. which 

directly influences the external attributes of the software 

quality e.g. maintainability, reusability and understandability. 

These three external attributes are modelled using fuzzy logic 

approach using three internal parameters and a software 

namely ‟AJhotdraw‟ has been taken as case study. However, 

no conclusion about software quality influenced by these 

internal and external attributes is made. 

A four parameter based software quality prediction scheme 

is developed in [20] by employing both neural network and 

fuzzy logic techniques. However, it lacks a thorough 

comparative analysis and a quantitative analysis among 

presented approaches. The paper [21] discussed about 

maintainability analysis for aspect oriented systems using 

neuro-fuzzy approach with four input parameters namely 

CDA, CAE, CFA, WOM and the results are compared with 

the fuzzy logic technique. An overview of soft computing 

approaches has been derived in [22] to estimate the software 

reliability model which includes chaos theory, Bayesian 

function, genetic algorithm and neural network. In [23], 

researchers discussed about software reliability estimation 

for aspect oriented software using fuzzy logic technique 

along with genetic algorithm to tune various fuzzy logic 

parameters. Authors employed four internal attributes e.g. 

coupling, portability, interface complexity, understandability, 

and customizability and estimate the software reliability 

value. 

The authors [24] provided a novel approach to solving the 

problem of operational profile uncertainty by evaluating 

dependability using Bayesian two-step inference. The 

technique is reliant on the availability of information 

regarding the entry space splitting. The author [25] provides a 

model for improving software dependability based on the 

new Gaussian distribution, which allows users to examine 

software process faults and reduce the uncertainty produced 

by human subjective elements in the software. Other soft 

computing techniques are also presented in the literature as 

shown in Table 1 which shows the analysis of various 

software attributes. From the above analysis, it can be seen 

that there are a few studies focus on the software quality 

prediction directly.  
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Table 1. Factor affecting software quality 

Sr. 

No. 

Author 

Factors 

Kum

ar et 

al.[14

] 

Jagat 

et al. 

[32] 

Singh 

et al. 

[33] 

Punee

t  et 

al. 

[19] 

Junej

a et 

al. 

[34] 

Panka

j 

kuma

r [35] 

Chauh

n et al. 

[36] 

Amin 

et al. 

[37] 

Sharm

a et al. 

[38] 

Sangw

an et 

al. 

[29] 

Singh 

et al. 

[16] 

Srivastav

a et al. 

[39] 

Kassa

b et al. 

[40] 

Tota

l 

1 SOC    *       * * * 4 

2 Cohesion    *       * * * 4 

3 Coupling    * *    *  * * * 6 

4 Size    *   *  *   *  4 

5 Maintainability * * * *  * * *    *  8 

6 Efficiency * *     *       3 

7 Usability * *     *       3 

8 Functionality * *    * *       4 

9 Modularity *  *   * *       4 

10 Code-reducibili

ty 
*     *        2 

11 Interface 

Complexity 
*   *  * *  *     5 

12 Reusability * *    * *       4 

13 Reliability  *    * *       3 

14 Portability  *   *  * * *     5 

15 Suitability * *            2 

16 Accuracy * *    * *       4 

17 Interoperability * *    * *       4 

18 Security  *    *        2 

19 Time Behavior  *    * *       3 

20 Resource 

Behavior 
* *    *        3 

21 Scalability  *            1 

22 Analyzability * * *   * *       5 

23 Changeability * *    * *       4 

24 Testability * * *   * *       5 

25 Stability * * *   *  *      5 

26 Track ability  *            1 

27 Replace ability * *    *        3 

28 Adaptability * * *   *        4 

29 Install ability * *    *        3 

30 Understandabili

ty 
* * * * * * * *      8 

 

Based on the existing research, five most important factors 

have been identified named coupling, maintainability, 

interface complexity, portability and understandability. The 

short description of these factors is given as: 

 Coupling: Coupling means how closely the packages 

(aspects) are connected with each-other. That means it 

express the strength between aspects [14][38]. 

 Maintainability: It is defined as the degree to which 

software can be easily maintained or modified. 

Modifications can have debugging, up-gradation etc 

[32]. 

 Interface Complexity: It is defined as the degree to 

which software interface i.e. user‟s interactions are 

complex [35]. 

 Portability: It is defined as the ability of transferring 

software from one environment to other. The 

environment can be the combinations of hardware and 

software platforms [37]. 

 Understandability: It is referred to the concept by 

which software can be presented so that a software 

engineer could be able to understand software code 

[34]. 

Motivated by the above discussion, this paper infers a 

study on the usage of aspect oriented systems and their 

quality estimation at the software stage. As discussed 

previously, researchers have developed a number of quality 

models to assess the external software properties such as 

reusability, maintainability, understandability, reliability, 

testability, and efficiency individually. Although, these 

metrics directly affect the software quality, an individual 

assessment may not be enough to access the quality of 

software in final or deliverable stage. 

https://link.springer.com/article/10.1007/s10766-018-0618-2?shared-article-renderer#auth-Puneet_Jai-Kaur
https://link.springer.com/article/10.1007/s10766-018-0618-2?shared-article-renderer#auth-Puneet_Jai-Kaur
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Hence, this study bridges the gap in the literature and an 

attempt has been made to describe an effective relationship 

directly between software quality and these external software 

characteristics. To drive this relationship, a neuro-fuzzy 

technique via an adaptive neuro-fuzzy inference engine has 

been proposed which require input parameters that can affect 

the software quality. A through study has been performed to 

select these parameters of the neuro-fuzzy approach. After a 

close review of various metrics that can affect the software 

quality of an aspect oriented system, we came on conclusion 

of selecting five input attributes. A neuro-fuzzy architecture 

has been developed by employing a dataset of 150 software 

where after training the architecture, the quality of 50 

software is estimated using this architecture. Moreover, the 

performance of the proposed model has been analysed 

quantitatively in terms of performance indexes derived by 

some error measures where we see that the quality predicted 

by the neuro-fuzzy architecture closely matches with the 

actual quality of these software and hence we get very low 

values of error measures which show the effectiveness of the 

proposed approach. A few studies are shown in table 2. 

 

 

Table 2. Various studies of aspect oriented systems 

Sr. No. Objective Method Comment 

1 Software quality assessment 

[26] 

Neuro-fuzzy 

Approach 

An enhanced NN-based technique is given using the 

Hybrid Cuckoo search optimization algorithm (HCS). 

To improve accuracy and speed up the learning 

process, the weights are learned using the HCS 

algorithm. However, it lacks a thorough examination 

of the framework‟s impact on software quality. 

2 Prediction of software quality 

[27] 

Neuro-fuzzy 

Approach 

An adaptive neuro-fuzzy technique for a web-based 

software quality prediction scheme is provided, with 

six soft- ware metrics as input. In the AKTC 

warehouse, a total of 682 data points were generated 

for specific software. A back-propagation approach 

yielded a testing error of 0.047 in terms of MSE for 

171 data pairs. 

3 Assessment of software 

reusability [28] 

Fuzzy logic A bug detecting automated system is constructed 

based on fuzzy logic technique that can discriminate 

between a bus and a customer request for software 

enhancement. There may be a big number of 

consumers for a given product, making manual error 

detection difficult, and therefore this automated 

solution can assist in auto-detecting the software fault. 

4 Reusability prediction in 

software [29] 

Neuro-fuzzy 

Approach 

A thorough analysis of software internal attributes 

affecting the software reliability and then reliability 

prediction is accomplished using adaptive neuro-fuzzy 

inference engine (ANFIS) model. 

5 Maintainability analysis of 

software [30] 

ANFIS model Software Maintainability analysis is performed using 

nine internal attributes of software. A framework of 

maintainability is proposed on which a model can be 

built to estimate the software maintainability. 

6 Software defect prediction 

[31] 

Bayesian 

technique 

On various data sets, the model considers the 

connection between software metrics and faults. The 

number of developers and the quality of the source 

code are two aspects to consider. 

 

III. VARIOUS SOFTWARE CHARACTERISTICS 

The software characteristics can be divided into two 

categories namely internal and external characteristics where 

internal characteristics refer to the sub-characteristics that 

can influence directly a particular external 

characteristic/attribute. These external characteristics 

directly impact the software quality and can be considered as 

most influencing parameters to build a software quality 

model. Various Internal Characteristics are cohesion, 

coupling, size, SOC, etc. External characteristics include: 

portability, maintainability and understandability. Main 

attribute is software quality. 
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Fig. 1. ANFIS Model in MATLAB with five input and one 

output 

IV. CASE STUDY 

A case study has been conducted on 200 software data 

whose characteristics are collected by existing research and 

experiences. These characteristics are ‟coupling‟, „interface 

complexity‟, „understandability‟, „maintainability‟, 

„portability‟ and „quality of software‟. Out of 200 software 

data, we trained the ANFIS model as discussed in the 

previous section with 150 dataset of software. After training 

the ANFIS, we obtained optimal parameters of ANFIS model 

which can be used to predict the quality of the remaining 50 

software data. 

 

Fig. 2: Membership function of each input parameter 

A. Simulation results 

First, we built an ANFIS architecture in MATLAB using 

five inputs namely „coupling‟, „interface complexity‟, 

„understandability‟, „maintainability‟, „portability‟ and one 

„output‟ as shown in Fig. 1 using Mamdani fuzzy model and 

feed-forward neural network. Each of the input parameter is 

divided into three fuzzy regions namely ‟low‟, ‟medium‟ 

and ‟large‟ as shown in Fig. 2 whereas output i.e. software 

quality is divided into five regions to include more flexibility 

while estimating the quality. These five regions are ‟very 

low‟, ‟low‟, ‟medium‟, ‟large‟ and ‟very large‟. 

Next, we train ANFIS model using 150 data pairs using 

grid partition algorithm in MATLAB toolbox. We estimated 

the quality of these 150 data pairs to demonstrate the 

prediction accuracy of the ANFIS model which shows how 

well the ANFIS model is trained. The training results are 

shown in Fig. 3 which shows that ANFIS model has been 

trained well as predicted quality and actual quality almost 

re-overlapped to each other. 

 

Fig. 3. Training results of presented approach 

The testing results are shown in Fig. 5 which indicates 

good prediction accuracy of software quality by the proposed 

ANFIS model. 

 

Fig. 4. Regression plot 

Next, regression plot and surface plots are also shown in 

Fig. 4 and 6 respectively. 

 

Fig. 5. Testing results of proposed model 
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Fig. 6. Surface plot 

Rule base for an input pair is shown in Fig. 7 which shows 

fired rules for the input data pair. 

 

Fig. 7. Rule base for an input data pair 

B. Quantitative analysis 

Five performance indexes are employed to test the 

prediction accuracy of the proposed ANFIS model. These 

performance indexes are: MSE, MRE, MARE, MBRE, and 

MIBRE. 

Table 3. Quantitative analysis of prediction accuracy of 

ANFIS in terms of performance measures 

Sr. No. 
Performance 

Parameter 
Training Testing 

1 MSE 0.0002 0.0014 

2 MARE 0.0082 0.0155 

3 MRE -0.0010 -0.0114 

4 MBRE 0.0086 0.0155 

5 MIBRE 0.0078 0.0132 

Table 3 shows the obtained results of these performance 

indexes which show lower values of these measures. Lower 

values of these measures indicate a good prediction accuracy 

of the model. Hence, it is concluded that the proposed ANFIS 

model can correctly predicts the quality of unknown software 

based on just five attributes. 

 
Fig. 8. Performance measures values in the training phase 

 
Fig. 9. Performance measures values in the testing phase 

V. CONCLUSION 

Aspect oriented (AO) systems employs Aspect language 

which is an extension of conventional programming language 

of object oriented (OO) system, hence, AO system inherits 

the properties of OO systems and attributes like SoC that 

indirectly affect the software quality. This paper proposes an 

ANFIS model to predict the software quality of the Aspect 

Oriented Systems based on five inputs named coupling, 

maintainability, interface complexity, portability, and 

understandability. A total of 200 software data pairs have 

been collected where 150 data pairs are used for ANFIS 

training. After ANFIS training, optimal weights parameters 

are obtained which are used to predict the quality of the 

remaining 50 software. Furthermore, a quantitative analysis 

of the predicted quality by the proposed ANFIS has been 

performed by employing the error measures where the error 

denotes the differences between the predicted software 

quality and actual software quality. Finally, lower values of 

error measures are obtained which shows the potential of the 

proposed approach. This approach may be implemented in 

real-time scenario that can save money and time of the 

respective customers. 
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